The **apply** functions in [R](http://theautomatic.net/2019/03/13/speed-test-sapply-vs-vectorization/) are awesome ([see this post for some lesser known apply functions](http://theautomatic.net/2018/11/13/those-other-apply-functions/)). However, if you can use pure vectorization, then you’ll probably end up making your code run a lot faster than just depending upon functions like *sapply* and *lapply*. This is because apply functions like these still rely on looping through elements in a vector or list behind the scenes – *one at a time*. [Vectorization](https://en.wikipedia.org/wiki/Array_programming), on the other hand, allows parallel operations under the hood – allowing much faster computation. This posts runs through a couple such examples involving string substitution and fuzzy matching.

**String substitution**

For example, let’s create a vector that looks like this:

**test1, test2, test3, test4, …, test1000000**

with one million elements.

With *sapply*, the code to create this would look like:

start <- proc.time()

samples <- sapply(1:1000000, function(num) paste0("test", num))

end <- proc.time()

print(end - start)

![vectorization paste in r](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOQAAAAuCAMAAAAP+kVtAAAAA3NCSVQICAjb4U/gAAAAS1BMVEULCgkLPoCQPgr8uF1pCgr8/6FpuOD8/+ALCl21/+DZ/+D8/8G1aQrZkTg9DQk+kcELaaELCjiR2+D824HZ/7ujroCQkcGQPkXr28GTa3JhAAADXElEQVRoge1aYZPiIAxt7V2rPZVa3XX//y89kgABmlriujPuDO/DTo1NeK+Q0OA2TUVFxSuwPwzDcHzC7fQDZApxma9nrc9URcqoIhH93z9wW4ekhuHfjtzcVXvbGW8U4D0MUUOGbCNQfLK1t/thOJohFR9Gi0S2o0vP/gpfd/FosQem8VAucn+wY18+zu6jQVajjb86I8EDL+x9NhZHYb8Qr7193eevLp0uHo1F7iFAD9c9aJ1Ahsyv081kO55i22XuXJDAIEfkQSOeYhuLDPEgnL21HWORPFqTLlcM1dPqsJEkfv31rBNpZ55upsWLAVI6OYIHETBuZfohvUiOB+HsgEnUaLRMJJJHfvhX4EdXT+UkrXPMpsciOUtAj5sMzhwW6ePJIjl3WSRldBBpaO5yfiRPJbLBHDzyp2ZLpPew5OwivO1SWzaTLtzKTDo4kVjJspkU+JWKxGc0DUzjFJZOkUiXKnZg9nI2zkn/jSQyGi2IxBIWifQZm/Mju9msrhAVa2gzhRpD5WZb5BRVJeNeyFKb3w/CQhFE8mhBJBYyy8qLxLom8YOP5jpvvgwYWNzuiSx2n42ZZA97p1tRkQ2v/T4J8USRPNpEuWa9cSO8z1hdLWjmBH7wdXfZFvkiJPPxQvhsfAus7aXfxTuJnDaT/0m8j8j+mTawMPTbiKyoqKioENAPaZ2mtybc3eOjiTJIHmwzoan6Br/Qdfmmq2ADm/JxuXfBrqbXqJQ82AY9D7UYCiz4RV0TomAvhS5pTWTabZZA8shsyrejR/wQ0YnLI1prQYjYpFhgkkduU77LL/mZ9GPBSoMObk0kHU3dPsvXq+SR23QzueTHLbRju/nMKF+EwkPd6RGOXieNyKVHZrNFQ/GiK/CzIqF+xY3zBqjzXq5HpGLpwcmNTuTCI7OZQbNaBX50bOeLT8FEUpMulSfInHb8gNMpRa8oeaS2/Pxcz88fSZKxgJw/zF/WFjiw3h8wgqLdkTwSm6aKrfBzOUnlhw7vS+A4tWP0VPhcTLeFRB4+XmRTapT5kTw6szPFCe6C9NFPJ+0IMbDaq/rW2MPHY1s47tJBikfneuUTmT+piX8pgkKr4xV5hJURbH3xa9gjfslr4k8dSVRUVFTocVb/w8IvRBX5+/Ef8dQ0jFfDLzcAAAAASUVORK5CYII=)

As we can see, this takes over 4 1/2 seconds. However, if we generate the same vector using vectorization, we can get the job done in only 0.75 seconds!

start <- proc.time()

samples <- paste0("test", 1:1000000)

end <- proc.time()

print(end - start)

![sapply paste tme](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPIAAAAxCAMAAADXygSMAAAAA3NCSVQICAjb4U/gAAAATlBMVEULCgn8uF38/8FpuOCQPgoLPoDZ/9v8/+ALCl21/+D6/6FpCgrZkTi1aQo+Cgr824E+kcELaaGR2+ALCjiYv4C1kYCQkcGQPkXr28HZkV18H90KAAADVElEQVRoge1ZbbubIAzVWaW96wvabb37/3905AUCNr012m39wPnQR0M55AgJEpumoqKioqJiE/YH59xpRbfjX3BmFa7T5WztM1bJS1AlP0X38R06tQ246Ny3HZHwVT/sfDQqiD08OYr+io1A/GTrh9vBnbwrH0UarRHJ/cBh3V2guc1Hy3tg+Lu1kveH4Mn1x5lvPfkYRns4W6kHXoT/BS5hkX6Jrx8+b9NnW06ljCaS90DQwXUHykcQpfvXbpnlfjjmtuvUMmXyZ46sB41/zG0iOfEBXfhrP+SSZbSmXNhI1dHKCUyaf93lvEVyWCPUlZY50pXOzZF6kDue13B0IEoWPqALAxas2WgzySgF/cNfxT+6ekEsU3xgFH4tWaIL1PFEScSJ5MinS5aYF8mUCZJkT/M694/EbpDcYOye5K55Jjn2CK7Cct2VttksM92DWWawZMyHs1lW/FsnGZ/f6MSpY1pkiyRziAU3pBfbJJZjiyY5Gy1JxkSYSY6RPveP7N6YsWEMzMvNmDIVJa3nkscst3l+VSxtccdJi0iRLKMlyZgOg1dRMmZHzT+49ZfJ+CriISj4ad3tdk9mWXqEf/Lay2x4Hfdl4FMly2gjxWjojRvvbcKMHUCzqvgHze3VKvlFKObqhYhR/IZ4tHdvxftKHo0pZDHeVXK35pi7kPpNJVdUVFRU/AvkZZiEdAKEgoytgqXxlYUb20vLfY94eMRDlXNWQjqJdbNO6WSFb/mmrVHjE5s6mt0/BJUNVrwBleflOMwxG8/Gq/GJTWu18yHwGLlGMpGNrphIH+/iuXe5ixqf2NTR7P4heNXYJVOJ7uNXvnJEIjN2y6NZ4xOb1mrnY9fWlL2IEioEu3EmGY6mQNlRRdoi+Z5PbFqrnQ9BJzdMX8bsFSihZlVQUimRUhic0H8bvjpofGLTWu185GMKtrC7mM40/fATqnS+lExF0xg/lljW+MSmtdr5ALnBWJ3YH7BvsQ+xxFkSW88nNq3Vztfwlwv1ZgG43o8i+4HLdFRIjUSmfVnjE1veup5PCokNmW05DFcFi+r4gxbaYhGdn/NmPrTlrev5ynntB+sHTkh6qTDO6tJL3siZ+wV8ZMtaN/ClSR7t3x0rKioqKioq/jP+AEDhNTMurYr9AAAAAElFTkSuQmCC)

Now, we can also use **gsub** to remove the substring *test* from every element in the vector, *samples* — also with vectorization:

start <- proc.time()

nums <- gsub("test", "", samples)

end <- proc.time()

print(end - start)

![vectorize gsub in r](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOYAAAAyCAMAAAB/G1ewAAAAA3NCSVQICAjb4U/gAAAAXVBMVEULCgnZ/+D8/8FpuOALPoCQPgr8uF38/+C1/+ALCl21aQppCgr8/6HZkTg/kcE+CgoLCjf824GR2+ALaaHZ/8GSqnyHTjNHeIu1kYDZ/6GQkcHZpV3r28G124A+Cl27Am/YAAADdUlEQVRoge1ZYXPaMAxNlkCADTcklG5rt///M2tLtiU7osihu3I7vw9cEPGTXmwptmgah5fnp6Yc/fNlxag7cY/TdTKb/gtkvnyBz4qKior/FvvdMAyHFcOO/yAYNcbpVPzamqvMa6gyI7of392NWwhrGL5tcKC/6s8bE4wCwgiDwUGMZEMgP9r682U3HMyQyo/emMy+9Wnanf7an7fcGx8B6TyUyNzvrPfR7QLhq4G4Wuvh6qzEEXBh77NcxELjIl9/frtMb6/plJE3krn/Y0d27rpzamcnRI5vWzqbfXvktnHaepoYQw42An0euY1kRj5HZ2/tWy6TvDXpogWqDleIZZLi605PpTLt/OPtuISBIg0oRxyBIRi/PoPTIJP4HJ11mLAyb5lMCB/ig08hPrxamZu43iGrPpZJ2eIU+QmhDCKZgU+WSTlMMjGzo0yD85fHhwILZTaQiwf61tySGUbY8OxSPG9SWzabnu7KbHp4mVDTstkU4tPLhOc0DxTIMS4glUyfMtY1jfI2ys3wiySTeYsyoZgxmSFz8/jQbhSV1vFCPW3mWG2w8NyWObP6ZPw2LbWFt0NcLIJM8hZlQkmzUQWZUOGk+NxXc5oU2wPjFrl/Kou30Y3ZpBH2Tr+umA2uw3vT8YkyyduMOWdHw4vxMkGltcDZE+JzP29HjcxPQjInn4iQlQ+Ca+/We/FYMmdFGViFR5LZrTkmKqkfSGZFRUVFxUfgLYoA16Lw22M6V93BR02XNm7d1PDnnSs+lPHBqaZLb4T9M76w6OyihMSX2rCjouc7mVwm49PGl543iQWPQeW9QYEvt5XsC8fp0Cxk8o6HLj50Pg98rxFOi1t/Gi2BxJfbSklzmYxPS4Vtql+/+QP2j6iLfY8CSHyZjTXFdMhlEp86Pnf068+bOVlHHfZZQaY75BVolfi4zRWP0ib1UmbgU8dnh7geTioTzrKvk+uc4WlXr1Piy2zjVHhmE2R6PnV8ffvTdaqEquAWRGgV6pNJ4sttWYG6iaXMwKeOb78D58KNLgP82i+oGRJfbrtXJvHp4/N9a7i9b9kkQFRI0BVkk8THbU15DYoyl3zq+KCH4x90R3+6+CcGvxb9SyXxcVvp9qBhMpd8+vhc7YvNXnxaM1UvaetWzEc2o/v/isGwnvySb0V8FRUVFRUVFTneAeJDOF5ouqTRAAAAAElFTkSuQmCC)

This takes just over one second. In comparison, using *sapply* takes roughly **eleven times longer!**

start <- proc.time()

nums <- sapply(samples, function(string) gsub("test", "", string))

end <- proc.time()

print(end - start)

![gsub sapply in r](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOcAAAA0CAMAAABGgN+TAAAAA3NCSVQICAjb4U/gAAAAXVBMVEULCgnZ/+D8uF1pCgoLCl21/+ALPoD8/+C1aQo+kcH8/6GQPgrZkThpuOD8/8GR2+ALCjg+Cgr824ALaaGUpXs+JgeJUzRvkcHZ/71FdosgVHP827ELCiW124DZ28FEUzziAAADmElEQVRoge1a0XabMAwFRiBewkhDmtJ22/9/5izJtmwwxibZmuX4PvQQg6V7Y0tYSosC8X55KZJRX67pk27Hx+V189xNOqXHLxDa3OJ0m87i49/r/Pn+JZsoIyMj46lR79q23W+YdvwLZOJx6s/Jb68h61xE1mmh+/4NnqyQV9v+ONBMddWMB6EHPdAzBLFDkjxGIPs01ozXXbsXravfeLN0NqUK1e4Mtyvbmz0DQ7pN0lnvpPsTHAjxo0BipXSxuC5mBl7I56QttsLzjL1m/H3tPyt30dgb66x/yZkdXHcgdwAlfn5V8no25dEeO/WVsmNITGHNIKdHe4x1GntgTj7alLZO9la4+xZNdbRHpCUfv+78kqxTbgF6nnYx2nAZTWFmEAehtqj2qnWyPTAnHTpWLW8Tncgf+eFfDz+62hqftOcxssI6OWJAkloSjiLWqe35dXIcs06KbqNT0ApO+ZHCVJ0FxuOePxVrOvUMyU/uxvHgjk3WU5lbWE8FpRMT22Q9PfwSdOI3NbTM5Gj2UJROFTbSN89SYxyf+o5Pp+XN6MSMZunU0TvlR+MiJt+CYcyqxWBSDmWfdZ2DlaSEOrG5Y/olYbaLRyd7Mzoxr0lWWiemOR8/+Cg++5hzgoCNrr6X2VtpZT15hnxSbS1rDK/1+xPseXWyt4HiTs7GF+S1x3wrQevn4Qe3q1OUzjvBWZU7Qkfmo2DpHXsrHkznEJMLtuChdHZbysZI04+kMyMjIyNjEaqmcK48d4WpmGJhd0Fm9rAdEtU1CvMzxR8YDNird+c31aEwV767UM1Q8RALLJo6V6jrg5osa1ZC/Li+wmP/8iv21O9VMcFXvrvaWMJZx61nvfbWj4hhflxwxvQTePbMzmQs5YhOnofZXnd0Ru2PAD9jQNe5IX7xOlPWk3ph49t0ySx7VqcshGV+rEutZBcKhGidMubjD69QWjbjYVjSCVkqrnsd1AnpEcR21Cm+i07RJlSWUif0iRZ1Is2oEm6ZHzX+KBdBGX4M9v1jdYa/rSma8gLtsFmqsX24WSqdn+5r6ii9S3zOU0oQ9Q4VzlL9PXUqXZNslGCnKc0y6LFEmaZDXi3YW+cVwY8UmuwTLlE9djr+RUbo80tqmYsvIeV5bg8Qc04I80MfuqOtdtCSEd0D5yvr+zJjnfrRK6FbABnVdJWn9kTkr1thfny2HFTezcjIyHhQvG7/j9b/Clnnc+H5df4BzW844OhWUH8AAAAASUVORK5CYII=)

**Fuzzy matching**

Vectorization can also be used to vastly speed up fuzzy matching ([as described in this post](http://theautomatic.net/2017/12/11/vectorize-fuzzy-matching/)). For example, let’s use the **stringi** package to randomly generate one million strings. We’ll then use the **stringdist** package to compare the word “programming” to each random string.

library(stringi)

library(stringdist)

set.seed(1)

random\_strings <- stri\_rand\_strings(1000000, nchar("programming"),"[a-z]")

Now, let’s try using *sapply* to calculate a string similarity score (using default parameters) between “programming” and each of the one million strings.

start <- proc.time()

results <- sapply(random\_strings, function(string) stringsim("programming", string))

end <- proc.time()

print(end - start)

![fuzzy matching vectorization](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPkAAAAwCAMAAADkdizeAAAAA3NCSVQICAjb4U/gAAAAUVBMVEULCglpCgv8/6HZkTi1/+A+kcFpuOD8/+C1aQoLCl3Z/94LPoD8uF2QPw78/8E+Cgr824GR2+ALCjcLaaH/mQCQuIBpkcFKfIuUnGUnWni124DCOD9oAAAD80lEQVRoge1Za3ebMAz1Rm1SIE2Abt32/3/obMmWZOMYQtiac2p9yCHGurrXD/mBUql9/LosyjbY7/Mer4ds+vj/MatVq1at2nH2+tK27WmHW/MPyDxi03i9e+2cq/I7rCq/08z3b853UI5p276dEcs/9d1Zh8KMBQ+NfIE2l6EhPpZZuJf2pNu4RSiaYuV956e8ubrXg4wmPSA1tA8qf32xhKYfF/9XI1Ub9GbfkQc82HoWi1HYj/D6rjuPb0PcsRyNlb/+sZ7GPRvXALPTluc3HNDnfdfIsmkcPDLRSk14II1GlrFywnNwtmrfSeUcTcWjHaAMjiOLlONnrpcDlNuBgwg49gE15pgaeSAr7Qd24BGUM56DswEjVBEtUQ6KgB/8Zvjh03HzHOcOzNCycp55TqTvNp6NrDzg5ZVzPmDlmCVIucZeTvmh5seVK5jXJ/6n1pQHD8vYjeFzXJb0uYe70efevHJImUmfZ/g9pBxac26ZW0MjT21R7qefZcNevozneXiTUy6iqaAccqVQHrJAyg/L9b7c7kJBBlczJTPMa4FqwVekP+33nXFZWKJoSGWUczRSDhnTsgrKIYHm+Lm/+jru28loN2F82y1WyZU+Zw9b0w9IUQbPYT13eFnlHG3G+Wu9ccEeIbdbwz7O8HOvh2mn8oMs6rkDLczw57Vba/6j9vTK531ZZt2eXLnZc6zeCP3cyqtVq1at2ieaP0WFc55fi0ybLh2+nq+4ZZMSPG5dHYcYfIgtorjbKNizwrVUcickWZXx2OP6U5Iy4UycKOd6Ww+A7AF78uW+JsTgU2ERBQ4utJTjZZesR/BFPLJpPNHxCUk2iDPE2wVRb6Ny4WHwRm7RS4Ohg+c6SnrXkmyN+cUdR3Op3CCepbTcKN2nXHj483SiPMTQazsyRAnnezqMpmOyyb/YwA/9AdgNrAOVazxuxm4hBmspo/iw4QZC3GqqiNU63oIfPEKXg/6C8o0Jjjxsxmn6Lp2XPoZl6g7ZBbqabyYU3ss7CrkM52qs4y2QFXU53nncUu61bDmOkIdeUKEYeH1aykqalpu2bcKcmcZl4wOrdbwMP9/leD1SVL7x0oFGibuFjdqKY8jWXuMnx3J8S8ms1vEyyH6lCN+A0hVdMkgXlRIy5ja8QeQ3FAO1FPJSZu1ReeXYxGt4GWQZIjRa39GoyjNYRxbfmSI8HwM5mtstGa09JMgziPD440YJb4kc96OPYfjbnGCQ5qsysnEQGmeekd/6IAZMnNL3UpmHSGYgK/GQ1SoewdLAjro87XOuN2/8UimQDbss+zz6blpAmSlja8Eg4AlWRbxq1apV+1L2/v7ZDD7Lvozyv7whPDK6bR6+AAAAAElFTkSuQmCC)

As we can see, this takes quite a while in computational terms – over 193 seconds. However, we can vastly speed this up using vectorization, rather than *sapply*.

start <- proc.time()

results <- stringsim("programming", random\_strings)

end <- proc.time()

print(end - start)

![vectorize stringdist fuzzy matching in r](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOoAAAArCAMAAABB/uRtAAAAA3NCSVQICAjb4U/gAAAASFBMVEULCgkLPoCQPgxpuOD8uF1pCgr8/6H8/+ALCl21/+DZ/+D8/8G1aQo+kcHZkTgLCjiR2+ALaaE+Cgr824HZ/byYv4CHkcG1kYAy84tBAAADVUlEQVRoge1Z0ZarIAzU6r223VK1urv//6dLEiABaUvs7jl9YB56bCrDjBCQtGkqKir+FMfTMAyXHc2ufyBGhXFabto2c7X6CNXqBt3/f3Bz34C0Yfg4UGN31a4H44MZ+BaGBKJOjhGIn2KW7jRczBA/gtCbsNqeXdp2C/zcy95kC0zvQWv1eLIKxs+b+2pQ29n2cnd0Qgu8sPdZLmbhdoGvXdfD9NHHQ8e9sdUjEHRw3YHjGczk9fV7RrU9X2VsnHpHFXSkEC2o36uMsdXAB3T21vYsrXJvTTyBkaqjmWKZcvq65bbHqp0L1ISmM9LEolKEFiTDuLnqO/ZWmQ/obIcRq+gtsYoWUB9+ZvTR1Qu5SvMfs+yxVc4ecOUGhjOKrXq+vFXOabZKmR6sGhrHVB+Z3GG1wdy88LfmmVXfwkq003I9xLFkVB3dnVF1cFZxnUtGNaNPZxWf1zywmGuYTEVWXQrZ7rmVi3Gu+l9yVkVvwSoucMKqz+RUH8VN4QoM3LjONnNYgWgxem51FmuWca90cczvHGHSZKxyb8EqLnNWlbeKq15OH3w1y1T4CmFg0runs9mtnowqt7B3ujkmYnjt91Xgy1rl3mbKQduaNs4JV2ALGsWMPvi5H0ut/hKisflF+Cx9I9zbe1/F+1mdC5cGNd7NarfnmFlI/WZWKyoqKip2wZ1DIvBJDHYS1XovyyfbmAnHtVf4opPig4JQyrR8bazySQdfTDXa8ITVxZ1zDM5RdGx5hU/ok0qfYJwu4QAi6K/iulft4vH5NxtTvVnl+Fifti66sWqEN9uVxiqJmqOJkMY0J4Mcn9BnlO9SqVU+CNP5UWOVSmnrl5xxaUwzqjk+1ieVFiFjFVYPqlD1utdQOIq262GOrUYxu5CUvzDn+FifUFqG1CqV5jDhqQagswo1ptSqjBmFtCwf6xNKy7C1SsVHXy7QWf2GapqJrcpYWtvX87E+viqku5OrNuX9nxHl283xhKK6eFkSsVm7S2/5WB9fFdIFq+3ZPXgqSPqnr9tsllt47p5PxJRO83ysL1H6FMFq5/7owd2A6+wqq9jWtYj4MBaKba/zob5E6WMYMUP9U0texnSFAGgbCtSCj56/SwhFzeIeX/qfXEVFRcXb4geiSTVTxOXwJgAAAABJRU5ErkJggg==)

Above, we’re able to calculate the same similarity scores in…under one second! This is vastly better than the first approach and is made possible due to the parallel operations vectorization performs under the hood. To see the randomly generated word with the maximum similarity score to “programming”, we can just run the below line of code:

names(which.max(results))

This returns the string “wrrgrrmmrnb”.